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|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
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|  |  |  |
| --- | --- | --- |
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| 1 | 16 |  |
| 2 | 22 |  |
| 3 | 92 |  |
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## Extension certification:

This assignment has been given an extension and is now due on

Signature of Convener:

#include"CharacterMap.h"

CharacterMap::CharacterMap(unsigned char aCharacter , int aFrequency ) noexcept:

fFrequency(aFrequency),

fCharacter(aCharacter)

{

}

void CharacterMap::increment()noexcept

{

fFrequency++;

}

void CharacterMap::setCharacter(unsigned char aCharacter) noexcept

{

fCharacter = aCharacter;

}

unsigned char CharacterMap:: character() const noexcept

{

return fCharacter;

}

size\_t CharacterMap::frequency() const noexcept

{

return fFrequency;

}

bool CharacterMap:: operator<(const CharacterMap& aOther) const noexcept

{

return fFrequency < aOther.fFrequency;

}

#include"CharacterCounter.h"

CharacterCounter::CharacterCounter()noexcept

{

size\_t i = 0;

while (i < 256)

{

fCharacterCounts[i].setCharacter(static\_cast<unsigned char>(i));

i++;

}

fTotalNumberOfCharacters = 0;

}

void CharacterCounter::count(unsigned char aCharacter) noexcept

{

fCharacterCounts[aCharacter].increment();

fTotalNumberOfCharacters++;

}

const CharacterMap& CharacterCounter:: operator[](unsigned char aCharacter) const noexcept

{

return fCharacterCounts[aCharacter];

}

#include "CharacterFrequencyIterator.h"

#include<algorithm>

void CharacterFrequencyIterator::mapIndices() noexcept

{

for (size\_t i = 0; i < 256; i++)

{

fMappedIndices[i]=static\_cast<unsigned char>(i);

}

size\_t i = 0;

while (i < 256)

{

size\_t j = i+1;

while (j > 0 && (\*fCollection)[fMappedIndices[j-1]] < (\*fCollection)[fMappedIndices[j]])

{

std::swap(fMappedIndices[j - 1], fMappedIndices[j]);

j--;

}

i++;

}

}

CharacterFrequencyIterator::CharacterFrequencyIterator (const CharacterCounter\* aCollection)noexcept:

fCollection(aCollection),

fIndex()

{

mapIndices();

}

const CharacterMap& CharacterFrequencyIterator::operator\*()const noexcept

{

return (\*fCollection)[fMappedIndices[fIndex]];

}

CharacterFrequencyIterator& CharacterFrequencyIterator::operator++()noexcept

{

fIndex++;

if ((\*fCollection)[fMappedIndices[fIndex]].frequency()==0)

{

fIndex = 256;

}

return \*this;

}

CharacterFrequencyIterator CharacterFrequencyIterator:: operator++(int)noexcept

{

CharacterFrequencyIterator old = \*this;

++(\*this);

if ((\*fCollection)[fMappedIndices[fIndex]].frequency() == 0)

{

fIndex = 256;

}

return old;

}

bool CharacterFrequencyIterator:: operator==(const CharacterFrequencyIterator& aOther) const noexcept

{

return fCollection == aOther.fCollection && fIndex == aOther.fIndex;

}

bool CharacterFrequencyIterator:: operator !=(const CharacterFrequencyIterator& aOther) const noexcept

{

return !(\*this == aOther);

}

CharacterFrequencyIterator CharacterFrequencyIterator::begin()const noexcept

{

CharacterFrequencyIterator Result = \*this;

Result.fIndex = 0;

return Result;

}

CharacterFrequencyIterator CharacterFrequencyIterator::end() const noexcept

{

CharacterFrequencyIterator Result = \*this;

Result.fIndex = 256;

return Result;

}1